Recursion
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**Easy to code this in Python:**

```python
def revstring(t):
    s = ''
    for c in t:
        s = c + s
    return s
```
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Usually this requires a two-part definition, with a special clause for the smallest instances.
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You can translate it directly into Python:

```python
def factorial(n):
    if n == 0:
        return 1
    else:
        return n*factorial(n-1)
```
1. What if we used this as our recursive definition of reversing a string: If the string is empty, it is its own reversal. Otherwise, reverse the substring consisting of everything but the first character, and then adjoin the first character to the right. Write the Python code for this and test it.

2. Strings of length 1 are also their own reversal. What if we made the smallest case for string reversal strings of length 1 instead of empty strings. Does it still work?

3. What happens if you call revstring3 with a list instead of a string as an argument?

4. What happens if you call factorial with -1 as an argument? With 1.5 as an argument?